**LOCATION CODDING**

**Project Setups:--**

**Software Required :---**

1>JDK 1.7 (7.0) 32-bit)

2>Tomcat 7.0 (32-bit).

3>Eclipse Luna/Juno/Kepler (32-bit)

4>Oracle 10G XE or MySQL 5 Server

5>Project jars.

**Steps#1:--** Open Eclipse and change perspective to Java EE.

=>Window ===>open perspective===>Other===>Java EE===>Finish.

**Step#2:--** Add JDK/JRE system library to project.

=>Window ===>Preferences ===>search with “installed JRE” & select same===>Click on Add button

=>select “standard VM “===>next===>Browse (C:\Program Files\Java\jdk1.8.0\_171)===>finish.

**Steps#3:--**Make it as default JRE

=>click on box ===>Finish.

**Step#4:--** Setup Tomcat server in Eclipse.

=>Window ===>show view===>server===>click on server view===>right click===>server===>Add (new server)===>

Choose “Apache Tomcat 7===>next ===>Browse for Location (C:\Program Files\Apache Software Foundation\Tomcat 7.0\_Tomcat7.84\bin)==>finish.

**Steps#5:--** Create one Dynamic web project

=>File ===>new dynamic web project ===>enter project name (VendorApp)===>select===>select

1>Target Runtime :Apache Tomcat 7.0

2>Dynamic web module version :2.5===>Next===>next===>

choose click box (“[V] Generate Deployment Descriptor…”=>Finish

**Steps#5:--** Downlaod jars and Extract to folder

=>Select all jars and copy (ctrl+C)===>goto eclipse project===>Right click on “lib” folder and past.

========================================================================================================

=>To develop one project we should use Layers Design (3+1) those are:

1>Presentation Layer (PL).

2>Service Layer (SL).

3>Data Access Layer (DAL).

4>Integration Layer (IL).

=>In these layers, we should write 10 java files given ordered list as.

1.>Model class (C)

2>IDao (POJI) in DAL (I)

3>DaoImpl (POJO) in DAL (C)

4>IService (POJI) in DAL (I)

5>IServiceImpl (POJO) in SL (C)

6>Controller in PL (C)

7>Util //Optinal (C)

8>Validator //Optional (C)

9>View (C)

10>ServiceProvider or ServiceConsumer in IL (C)

**Module Basic Layer Design:--**
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**Types of files /Coding in Projects:--**

**1>One time Coding :--** These files are written in project only one time which work for all modules (complete project).

=>This kind of code in also called as setup code.

=>All XMl configuration comes under this one time setup/coding.

**2>Module wise coding :--**

=>These files are written for every module.

Ex> If you have 10 modules in your project then these files must we written 10 times.

|  |  |
| --- | --- |
| **One time coding** | **Module –wise coding** |
| 1. Web.xml. 2. Spring config [DBMS, ASFB, HT,   ViewResource, Activate Annotations]   1. Spring view xml | 1>Model class  2>DAL : POJI-POJO  3>SL : POJI-POJO  4>Util, Validator  5>PL : Controller  6>UI Pages (JSPs)  7>JS, CSSCC, Views, Aspect |

**1>ONE TIME CODDING:---**

**1>web.xml (Front Controller):--**

=>In Spring Web MVC application, “Dispatcher Servler” behaves like entry and exit gate to application.

=>It takes request and provides finally response to client.

=>It must be configured in “web.xml” file using “DirectoryMatch URL Pattern”.

=>URL Patterns are 3 types in web.xml, those are.

a>Exact Match. ex:-- /abc, /xyz

b>Extension Match (.) Ex : \*.do, \*.ab,…..

c>Directory Match (/) Ex:-- /ab/\*, /mvc/\*

**1>web.xml Code (Under WEB-INF folder):--**

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<web-app xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xmlns=*"http://java.sun.com/xml/ns/javaee"*

xsi:schemaLocation=*"http://java.sun.com/xml/ns/javaee http://java.sun.com/xml/ns/javaee/web-app\_2\_5.xsd"*

id=*"WebApp\_ID"* version=*"2.5"*>

<context-param>

<param-name>contextConfigLocation</param-name>

<param-value>/WEB-INF/sample-servlet.xml</param-value>

</context-param>

<listener>

<listener-class>org.springframework.web.context.ContextLoaderListener</listener-class>

</listener>

<servlet>

<servlet-name>sample</servlet-name>

<servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>

</servlet>

<servlet-mapping>

<servlet-name>sample</servlet-name>

<url-pattern>/mvc/\*</url-pattern>

</servlet-mapping>

<servlet>

</web-app>

**Hibernate Templet:--**

=>This is a predefined class given by spring ORM (Hibernate) which is used to perform DB operations like save, update, delete, and select in less lines of code using Hibernate API internally.

**1> ht.save(obj);**  :-- It will convert model class object (DTO=Data transfer object) to DB table row.

**2>ht.update (obj);** :--It will update DB table row, by taking DTO as input Based on primary key other values/columns are updated. If primary key not found does nothing.

**3>ht.delet(obj);**

=> It will take one Object having only primary key value and based on primary key (if found) row will be deleted.

**4>ht.get (T.class, id) :-- T<Object>**

=>It will select one row based on Primary key value. This Row will be converted to one Model class object also called as DTO.

**5>ht.loadAll(T.class); List<T>**

=>To select all rows in a DB table use loadAll method, which convert all rows to list of objects.

**2>Create a XML file (sample-servlet.xml) under WEB-INF folder:--**

**Spring Config file one-time-setup code :--**

=>This code must be written only one time for all modules.

=>Here coding is written in this file for.

a>Activation of Annotations.

b>ViewResolver (prefix/suffix).

c>DriverManagerDataSource.

d>AnnotationSessionFactoryBean.

e>HibernateTemplet.

**Data Access Layer:--** DAL will connect to DB to perform operation like, update, delete and select.

=>Here, these must be configured in application using XML config (or java config) one time in bellow order.

1>DriverManagerDataSource.

2>AnnotationSessionFactoryBean.

3>HibernateTemplet.

**Hibernate Properties :--** Properties means storing data in key=value format, both are of type String.

=>To do hibernate programming, use bellow keys given with example values.

**i>dialect :--** It is a pre defined class in hibernate. It generates SQL query when you perform any operation.

=>Database to database Dialect value changes. Like

Ex1:-- hibernate.dialect =org.hibernate.dialect.MySQLDialect

Ex2:-- hibernate.dialect =org.hibernate.dialect.OracleDialect

**ii>show\_sql (default value is false):--** It will display SQL query generated by Dialect on console if value is “true”.

Ex:-- hibernate.show\_sql = true

**iii>format\_sql (Default value is false):--** It will display SQL query step by step on console.

Ex:-- hibernate.format\_sql = true;

**iv>hbm2ddl.auto (Default value is validate):--** It is used to create tables.

=>Possible values are : validate, create, update and create-drop.

a>validate :--Hibernate create no table, Programmer has to take care of tables.

b>create :-- This option create table every time (new table), if table exist it will be dropped.

c>update :-- Checks for table if exist use same else create new table.

d>create-drop :-- This option create new table and drops after operation done.

Ex:-- hibernate.hbm2ddl.auto = create

=>Here only dialect is required, other keys are optional (default value is taken if key is not provided).

**Sample-servlet.xml:--**

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:p=*"http://www.springframework.org/schema/p"*

xmlns:context=*"http://www.springframework.org/schema/context"*

xmlns:c=*"http://www.springframework.org/schema/c"*

xmlns:task=*"http://www.springframework.org/schema/task"*

xmlns:aop=*"http://www.springframework.org/schema/aop"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans*

*http://www.springframework.org/schema/beans/spring-beans-3.0.xsd*

*http://www.springframework.org/schema/context*

*http://www.springframework.org/schema/context/spring-context-3.0.xsd*

*http://www.springframework.org/schema/task*

*http://www.springframework.org/schema/task/spring-task-3.0.xsd*

*http://www.springframework.org/schema/aop*

[*http://www.springframework.org/schema/aop/spring-aop-3.0.xsd*](http://www.springframework.org/schema/aop/spring-aop-3.0.xsd) *"*>

<!-- Activation of annotations -->

<context:component-scan base-package=*"com.app"* />

<aop:aspectj-autoproxy/>

<!-- ViewResolver Config -->

<bean class=*"org.springframework.web.servlet.view.InternalResourceViewResolver"*

p:prefix=*"/WEB-INF/views/"* p:suffix=*".jsp"* />

<!-- DMDS (DriverManagerDataSource) Object config -->

<bean class=*"org.springframework.jdbc.datasource.DriverManagerDataSource"*

name=*"dsObj"* p:driverClassName=*"oracle.jdbc.driver.OracleDriver"*

p:url=*"jdbc:oracle:thin:@localhost:1521:xe"* p:username=*"system"*

p:password=*"system"* />

<!-- ASFB (AnnotationSeesionFactoryBean) Object config -->

<bean class=*"org.springframework.orm.hibernate3.annotation.AnnotationSessionFactoryBean"*

name=*"sfObj"*>

<property name=*"dataSource"* ref=*"dsObj"* />

<property name=*"hibernateProperties"*>

<props>

<prop key=*"hibernate.dialect"*>org.hibernate.dialect.OracleDialect</prop>

<prop key=*"hibernate.format\_sql"*></prop>

<prop key=*"hibernate.show\_sql"*>true</prop>

<prop key=*"hibernate.hbm2ddl.auto"*>update</prop>

</props>

</property>

<property name=*"annotatedClasses"*>

<list>

<value>com.app.model.Location</value>

<value>com.app.model.Document</value

<!-- Add all modules fully qualify name one by one down -->

</list>

</property>

</bean>

<!-- HT (HibernateTemplet object config -->

<bean class=*"org.springframework.orm.hibernate3.HibernateTemplate"* name=*"htObj"*>

<property name=*"sessionFactory"* ref=*"sfObj"* />

</bean>

<bean class=*"org.springframework.web.multipart.commons.CommonsMultipartResolver"*

name=*"multipartResolver"*>

<property name=*"maxUploadSize"* value=*"20971520"* />

<property name=*"maxInMemorySize"* value=*"10485760"* />

</bean>

</beans>

**3>Create a Model class (Location):--**

=>Here model means data. Data will be transferred from UI to DB and DB to UI in Object format also called as DTO (Data Transfer Object) or VO (Value Object).

=>By using Model class these DTO or VO Objects are created by frameworks (Spring and Hibernate) in Simple container.

=>This Model class can also be called as Entity class/POJO class.

=>Here @Entity and @Id are required. Here @Id indicates Primary Key. Every table must have one primary key.

=> @Table and @Column are optional, If not mention then by default class name is taken as Table name and variable name as column name is the.

=>Model class must be mapped with UI form also.

---> Here No. Of variable in model class = No of <inputs> in UI form.

=>Every Input name (<input name = “ “>) must match with variable name.

1>UML (Unified Modeling Language):- It is used to represent Design format. Application for Java/.net/Php etc..

=>Here below mention public (+), private (-), protected (#) and default (no symbol).

2>Java Relations:--

i>IS-A (Inheritance) extends/Implements.

ii>HAS-A Association (Use child as dataType in parent class, create one variable). Here Rhombus ( ) indicates child class.

![](data:image/png;base64,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)

**package** com.app.model;

@Entity //import javax.persistence.Entity;

@Table(name = "loc\_tab") //import javax.persistence.Table;

**public** **class** Location

{

@Id //javax.persistence.Id;

@Column(name ="loc\_id") //javax.persistence.Column;

@GeneratedValue(generator ="loc\_gen") //javax.persistence.GeneratedValue;

@GenericGenerator(name ="loc\_gen", strategy ="increment")

//org.hibernate.annotations.GenericGenerator;

**private** Long locId;

@Column(name ="c\_date")

@DateTimeFormat(pattern = “yyyy-MM-dd hh:mm:ss”) //org.springframework.format.annotation.DateTimeFormat;

@Temporal(TemporalType.***TIMESTAMP***)

//javax.persistence.Temporal; ,javax.persistence.TemporalType;

@CreatedDate //org.springframework.data.annotation.CreatedDate;

**private** Date createdOn; //java.util.Date;

@Column(name ="m\_date")

@DateTimeFormat(pattern = “yyyy-MM-dd hh:mm:ss”) //org.springframework.format.annotation.DateTimeFormat;

@Temporal(TemporalType.***TIMESTAMP***)

@LastModifiedDate //org.springframework.data.annotation.LastModifiedDate;

**private** Date modifiedOn;

@Column(name="l\_name")

**private** String locName;

@Column(name="l\_type")

**private** String locType;

//Order must be followed

//1. Alt+Shift+S,O (De-select all) (Generate default Constructor)

//2. Alt+shift+S,O (Deselect all, select P.k) (Generate ID based parameterized constructor)

//3. Alt+shift+S,O (Deselect ID(P.k), CreatedDate, ModifiedDate) (Generate parameterized constructor)

//4. Alt+shift+S, R (Generate setter and Getter)

//5. Alt+shift+S, S (Generate toString String Method).

}

**3>Create one Interface “ILocationDao”:--**

**package** com.app.dao;

**public** **interface** ILocationDao

{

/\*1>\*\*\*\*\*Save Operation \*\*\*\*\*\*\*\*\*\*/

**public** **int** saveLocation(Location loc);

/\*2>\*\*\*\*\*\*\*\*Get All records\*\*\*\*\*\*\*\*/

**public** List<Location> getAllLocations();

/\*3>\*\*\*\*\*\*Delete specific records by Id based\*\*\*\*\*/

**public** **void** deleteLocById(**int** locId);

/\*4>\*\*\*\*\*\*\*\*get Specific data by Id based\*\*\*\*\*\*\*/

**public** Location getLocationById(**int** locId);

/\*5>\*\*\*\*\*\*\*\*update data (record) based on Id\*\*\*\*\*\*\*\*/

**public** **void** updateLocation(Location loc);

/\*6>\*\*\*get number of Count based on specific column\*\*\*\*\*/

**public** List<Object[]> getLocTypeWiseCount();

}

**4>Create one Class “LocationDaoImpl” and implements “ILocationDao”:--** implements IDao abstract method in DaoImpl using ht (dependency).

**package** com.app.dao.impl;

@Repository //org.springframework.stereotype.Repository;

**public** **class** LocationDaoImpl **implements** ILocationDao

{

@Autowired //org.springframework.beans.factory.annotation.Autowired;

**private** HibernateTemplate ht; //org.springframework.orm.hibernate3.HibernateTemplate;

/\*1>\*\*\*\*\*Save Operation \*\*\*\*\*\*\*\*\*\*/

@Override

**public** **int** saveLocation(Location loc) {

**return** (Integer)ht.save(loc);

}

/\*2>\*\*\*\*\*\*\*\*Get All records\*\*\*\*\*\*\*\*/

@Override

**public** List<Location> getAllLocations() {

**return** ht.loadAll(Location.**class**);

}

/\*3>\*\*\*\*\*\*Delete specific records by Id based\*\*\*\*\*/

@Override

**public** **void** deleteLocById(**int** locId) {

ht.delete(**new** Location(locId));

}

/\*4>\*\*\*\*\*\*\*\*get Specific data by Id based(Edit)\*\*\*\*\*\*\*/

@Override

**public** Location getLocationById(**int** locId) {

**return** ht.get(Location.**class**, locId);

}

/\*5>\*\*\*\*\*\*\*\*update data (record) based on Id\*\*\*\*\*\*\*\*/

@Override

**public** **void** updateLocation(Location loc) {

ht.update(loc);

}

/\*6>\*\*\*get number of Count based on specific column\*\*\*\*\*/

@Override

**public** List<Object[]> getLocTypeWiseCount() {

String hql="select locType,count(locType) "

+" from "+Location.**class**.getName()

+" group by locType ";

List<Object[]> lst=ht.find(hql);

**return** lst;

}

}

**4>Create one Interface “ILocationService” :--**

**package** com.app.service;

**public** **interface** ILocationService

{

/\*1>\*\*\*\*\*Save Operation \*\*\*\*\*\*\*\*\*\*/

**public** **int** saveLocation(Location loc);

/\*2>\*\*\*\*\*\*\*\*Get All records\*\*\*\*\*\*\*\*/

**public** List<Location> getAllLocations();

/\*3>\*\*\*\*\*\*Delete specific records by Id based\*\*\*\*\*/

**public** **void** deleteLocById(**int** locId);

/\*4>\*\*\*\*\*\*\*\*get Specific data by Id based\*\*\*\*\*\*\*/

**public** Location getLocationById(**int** locId);

/\*5>\*\*\*\*\*\*\*\*update data (record) based on Id\*\*\*\*\*\*\*\*/

**public** **void** updateLocation(Location loc);

/\*6>\*\*\*get number of Count based on specific column\*\*\*\*\*/

**public** List<Object[]> getLocTypeWiseCount();

}

**5>Create one “LocationServiceImpl” class and implements “ILocationService” Interface:--**

=>implement abstract method in ServiceImpl using dao (IDao), call dao method here (same name).

**package** com.app.service.impl;

@Service //org.springframework.stereotype.Service;

**public** **class** LocationServiceImpl **implements** ILocationService

{

@Autowired

**private** ILocationDao dao;

/\*1>\*\*\*\*\*Save Operation \*\*\*\*\*\*\*\*\*\*/

@Override

**public** **int** saveLocation(Location loc) {

**return** dao.saveLocation(loc);

}

/\*2>\*\*\*\*\*\*\*\*Get All records\*\*\*\*\*\*\*\*/

@Override

**public** List<Location> getAllLocations() {

List<Location> locList=dao.getAllLocations();

**if**(locList!=**null** && locList.size()>1){

Collections.*sort*(locList);

}

**return** locList;

}

/\*3>\*\*\*\*\*\*Delete specific records by Id based\*\*\*\*\*/

@Override

**public** **void** deleteLocById(**int** locId) {

dao.deleteLocById(locId);

}

/\*4>\*\*\*\*\*\*\*\*get(Edit) Specific data by Id based\*\*\*\*\*\*\*/

@Override

**public** Location getLocationById(**int** locId) {

**return** dao.getLocationById(locId);

}

/\*5>\*\*\*\*\*\*\*\*update data (record) based on Id\*\*\*\*\*\*\*\*/

@Override

**public** **void** updateLocation(Location loc) {

dao.updateLocation(loc);

}

/\*6>\*\*\*get number of Count based on specific column\*\*\*\*\*/

@Override

**public** List<Object[]> getLocTypeWiseCount() {

**return** dao.getLocTypeWiseCount();

}

}

**6>Create one “UomController” class:--**

=>To handle request made by client define one Controller class in application having multiple methods (request method).

=>Every request methods must be linked with one Unique URL.

**1>ModelAttribute:--** It is an Object created by Spring container, on submitting from data. When end user, enters data in hTML form and clicks on submit button.

**Spring Container :--**

a>Creates object to model class.

b>Reads data from HTML form.

c>Parse data if required.

d>Set data to ModelAttribute

NOTE:--Object name will be class name and first letter lower case (camel case format).

Ex:-- @ModelAttribute (“objectname”) ModelClassName LocalVariableName;

**2>ModelMap :--** It isused to send data from controller (PL)to view (UI) in key =value format, key must be String type, value can be primitive, Object or Collection.

=>use method addAttibute (K, V). It will add data to model map.

=>Use same key (case-sensetive) at UI to read data from model map using EL (Expression Language).

Ex:-- ${message}, ${empObj}….. etc.

**package** com.uday.app.controller;

@Controller //org.springframework.stereotype.Controller;

@RequestMapping("/uom") //org.springframework.web.bind.annotation.RequestMapping;

**public** **class** UomController

{

@Autowired //org.springframework.beans.factory.annotation.Autowired;

**private** IUomService service;

//To show Register Page

@GetMapping("/show") //org.springframework.web.bind.annotation.GetMapping;

**public** String showRegister(ModelMap map)

{

//Send ModelAttribute Object to form

map.addAttribute("uom", **new** Uom());

//Get ListData(DropDown, CheckBox, RadioButtons) from UI Screen

map.addAttribute("uomTypes", util.getUomTypes());

//Specify UI PageName

**return** "UomRegister"; }

//Save data into DB without validation.

@PostMapping("/register") //org.springframework.web.bind.annotation.PostMapping;

**public** String saveData(@ModelAttribute Uom uom, ModelMap map)

{

//Save data into DB using service layer

Long uomId =service.save(uom);

//Clear form value (Model Object) after save

map.addAttribute("uom", **new** Uom());

//send message to UI after save

map.addAttribute("message", "Uom Created with Id : "+uomId);

**return** "UomRegister";

}

**7> Create one “UomRegister.jsp” page (src/main/webapp/WEB-INF/views/UomRegister.jsp):--**

<%@ page language=*"java"* contentType=*"text/html; charset=ISO-8859-1"*

pageEncoding=*"ISO-8859-1"*%>

<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" "http://www.w3.org/TR/html4/loose.dtd">

<%@taglib prefix=*"c"* uri=*"http://java.sun.com/jsp/jstl/core"*%>

<%@taglib prefix=*"form"* uri=*"http://www.springframework.org/tags/form"*%>

<html>

<head>

<meta http-equiv=*"Content-Type"* content=*"text/html; charset=ISO-8859-1"*>

<title>Insert title here</title>

</head>

<body>

<h1>Welcome to Uom Register</h1>

<form:form action=*"register"* method=*"post"* modelAttribute=*"uom"*>

<pre>

Uom Type: <form:select path=*"uomType"*>

<form:option value=*""*> ---Select---</form:option>

<form:option value=*"PACKING"*>PACKING</form:option>

<form:option value=*"NON-PACKING"*>NON-PACKING</form:option>

<form:option value=*"NA"*>NA</form:option>

</form:select>

Uom Model: <form:input path=*"uomModel"* />

Desc: <form:textarea path=*"description"* />

<input type=*"submit"* value=*"Create Uom"* />

</pre>

</form:form>

<b>${message}</b>

</body>

</html>

**2> Validation:---**

**1>Create one “messages.properties” file inside src/main/resource:--**

uom.reg.type.error = Select one UOM Type

uom.reg.model.error = Enter UOM Model

uom.reg.desc.error = Enter Description

**2>Create one “UomValidator” class and implements “Validator” Interface:--**

**package** com.uday.app.validator;

@Component //org.springframework.stereotype.Component;

**public** **class** UomValidator **implements** Validator //org.springframework.validation.Validator;

{

@Override

**public** **boolean** supports (Class<?> clazz)

{

**return** Uom.**class**.equals(clazz);

}

@Override

**public** **void** validate (Object target, Errors errors) //org.springframework.validation.Errors;

{

//Normal Validator

//ValidationUtils.rejectIfEmptyOrWhitespace(errors, "uomType", "uom.reg.type.error",

"Enter defaultMessage"); //Direct supply message inside body

ValidationUtils.*rejectIfEmptyOrWhitespace*(errors, "uomType", "uom.reg.type.error");

ValidationUtils.*rejectIfEmptyOrWhitespace*(errors, "uomModel", "uom.reg.model.error");

ValidationUtils.*rejectIfEmptyOrWhitespace*(errors, "description", "uom.reg.desc.error");

}

}

**3>UomController code to be added/modified (with validation):--**

**package** com.uday.app.controller;

//add UomValidator (HAS-A) inside Controller class

@Autowired

**private** UomValidator validator;

//Re write save method (2nd method)

@PostMapping("/register")

**public** String saveData(@ModelAttribute Uom uom, Errors errors, ModelMap map)

{

/\*\*\* Before Save to validation\*\*\*/

validator.validate(uom, errors);

**if**(!errors.hasErrors())

{

Long uomId =service.save(uom);

map.addAttribute("uom", **new** Uom());

map.addAttribute("message", "Uom Created with Id :"+uomId);

}

**return** "UomRegister";

}

**4>In “UomRegister.jsp” display errors using:--**

<form:errors path = “uomType” />

<form:errors path = “uomModel” />

<form:errors path = “description” />

**3>Fetching all Rows from DB table:--**

**1>Add method in “IUomService”:--**

public List<Uom> getAll();

**2>Implement in “UomServiceImpl” as:--**

**package** com.uday.app.service.impl;

**public** List<Uom> getAll()

{

List<Uom> uomList =repo.findAll();

Collections.*sort*(uomList, **new** Comparator<Uom>()

{

**public** **int** compare (Uom O1, Uom O2)

{

**return** O1.getUomModel().compareToIgnoreCase(O2.getUomModel());

}

});

**return** uomList;

}

**3>Add Bellow method in “UomController” class:--**

**package** com.uday.app.controller;

@GetMapping("/all") //Show All Uom Records

**public** String getAll(ModelMap map)

{

//map.addAttribute("uomList", service.getAll());

map.addAttribute("uomList", service.getAll());

**return** "UomData";

}

**4>Create “UomData.jsp” in views folder:---**

<%@ page language=*"java"* contentType=*"text/html; charset=ISO-8859-1"* pageEncoding=*"ISO-8859-1"*%>

<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 ransitional//EN"http://www.w3.org/TR/html4/loose.dtd">

<%@taglib prefix=*"c"* uri=*"http://java.sun.com/jsp/jstl/core"*%>

<%@taglib prefix=*"form"* uri=*"http://www.springframework.org/tags/form"*%>

<html>

<body><h1>Welcome to UomData</h1>

<table border =*"1"*>

<tr>

<th>ID</th> <th>TYPE</th>

<th>MODEL</th> <th>DESC</th>

<th>CREATED</th> <th>MODIFIED</th>

</tr>

<form:form action=*"all"* method=*"get"* modelAttribute=*"uom"*/>

<c:forEach items =*"*${uomList}*"* var =*"uom"*>

<tr>

<td><c:out value=*"*${uom.uomId}*"* /></td>

<td><c:out value=*"*${uom.uomType}*"* /></td>

<td><c:out value=*"*${uom.uomModel}*"* /></td>

<td><c:out value=*"*${uom.description}*"* /></td>

<td><c:out value=*"*${uom.createdOn}*"* /></td>

<td><c:out value=*"*${uom.modifiedOn}*"* /></td>

<td> <a href =*"Edit?uomId=*${uom.uomId}*"*>Edit</a></td>

<td> <a href =*"Delete?uomId=*${uom.uomId}*"*>Delete</a></td>

</c:forEach>

</table>

</body>

</html>

**4>Delete Specific Record by using uomId:---**

**1>Create one Hyperlink using static path and Dynamic path (URLReWriting):---**

=>Add bellow code in “UomData.jsp” page.

Ex:-- <a href =”delete?uomId = ${uom.uomId}”>DELETE</a>

<form:form action=*"all"* method=*"get"* modelAttribute=*"uom"*/>

<c:forEach items =*"*${uomList}*"* var =*"uom"*>

<tr>

<td><c:out value=*"*${uom.uomId}*"* /></td>

---------------------------------------

---------------------------------------

<td><c:out value=*"*${uom.modifiedOn}*"* /></td>

<td> <a href =*"delete?uomId=*${uom.uomId}*"*>Delete</a></td>

</c:forEach>

**2>Add bellow method in “IUomService” Intreface: ---**

public void delete(Long uomId);

**3>Add method in “UomServiceImpl” class: ---**

**public** **void** delete(Long uomId) {

repo.delete(uomId);

}

**4>Add method in “Controller” class: ---**

//To Delete specific record by uomId

@GetMapping("delete")

**public** String delet(@RequestParam Long uomId) //Long Must be Model class variable name

{

service.delete(uomId);

**return** "redirect:all";

}

**5>To Edit specific Data in Database: ---**

**1>Create one Hyperlink using static path and Dynamic path (URLReWriting):---**

<a href =”edit?uomId = ${uom.uomId}”>EDIT</a>

**2>Add bellow method in “IUomService” Intreface: ---**

public void update(Uom uom); //update data based on ID(pk)

public void getOne(Long uomId); //update data based on ID(pk)

**3>Add method in “UomServiceImpl” class: ---**

//To Delete Specific Record

**public** **void** update(Uom uom)

{

repo.save(uom);

}

//To Edit Specific Record

**public** Uom getOne(Long uomId)

{

Uom uom =repo.getOne(uomId);

**return** uom;

}

**4>Add two methods in “Controller”cx class: ---**

//Edit Specific record by uomId

@GetMapping("/edit")

**public** String edit(@RequestParam Long uomId, ModelMap map)

{

Uom uom = service.getOne(uomId);

map.addAttribute("uom", uom);

**return** "UomDataEdit";

}

//Update Specific record by uomId

@PostMapping("/update")

**public** String update(@ModelAttribute Uom uom)

{

service.update(uom);;

**return** "redirect:all";

}

6>Dynamic UI Construction using spring form tags: ---

**1> Create one “UomUtil” class (and apply @Component at class level):---**

**package** com.uday.app.util;

@Component //org.springframework.stereotype.Component;

**public** **class** UomUtil

{

**public** List<String> getUomTypes()

{

//1 method using Enum

**return** Arrays.*asList*("PACKING","NO-PACKING","NA");

//2 Method Using List

/\*List<String> list = new ArrayList<String>();

{

list.add("PACKING");

list.add("No-PACKING");

list.add("NA");

return list;

}\*/

}

//Add all above List<String> Field name

**public** **void** addUiComponents(ModelMap map) //org.springframework.ui.ModelMap;

{

map.addAttribute("uomTypes", getUomTypes());

}

}

**2>In “UomController” class: ---**

@Autowired //Make HAS-A relation with “UomUtil” class

**private** UomUtil util; //com.uday.app.util.UomUtil;

/\*In showRegister, saveData, edit, update, these methods add bellow Line before return statements\*/

map.addAttribute(“uomTypes”,util.getUomTypes());

}

**3>In “UomRegister.jsp” and “UomDataEdit.jsp” :---**

=>remove <form:option value =“ “> tags, from 3 options “PACKING”, “NO-PACKING”,”NA” and replace with bellow line

<form:options items =”${uomType}”/>

**7>Implementing Rest Web Services application:--**

**1>Create One “RestController” class seprated if possible:--**

=>First completes all classes and interface as “UIContraller” and Add “RestController” class methods.

**package** com.uday.app.controller;

@RestController //org.springframework.web.bind.annotation.RestController;

@RequestMapping("rest/uom") //org.springframework.web.bind.annotation.RequestMapping;

**public** **class** UomRestController

{

@Autowired //org.springframework.beans.factory.annotation.Autowired;

**private** IUomService service;

@Autowired //org.springframework.beans.factory.annotation.Autowired;

**private** UomValidator validator;

}

**1>---------- Save UomData into Database:-------\*/**

@PostMapping("/save") //org.springframework.web.bind.annotation.PostMapping;

**public** ResponseEntity<?> save(@RequestBody Uom uom, Errors errors)

//org.springframework.web.bind.annotation.RequestBody;

//org.springframework.validation.Errors;

{

validator.validate(uom, errors); //com.uday.app.validator.UomValidator;

**if**(errors.hasErrors())

{

**return** ResponseEntity.*badRequest*().body(errors.getAllErrors());

//org.springframework.http.ResponseEntity;

}

**else**

{

Long uomId =service.save(uom);

**return** ResponseEntity.*ok*("Uom Created with Id :"+uomId);

}

}

**2>----Get All Data from Data Base Using “RestController” \*\*\*\*\*\*\*\*/**

@GetMapping("/all")

**public** ResponseEntity<Object> getAll()

{

Object response =**null**;

List<Uom> uomList=service.getAll();

**if**(uomList ==**null** || uomList.size() == 0)

{

response ="No Uom records Exist";

}

**else**

{

response = uomList;

}

**return** ResponseEntity.*ok*(response);

} ////http://localhost:2018/rest/ord/

**3>-----------Update Specific record By uomId -----\*\*\*\*\*\*\*\*\*/**

@PutMapping("/update") //org.springframework.web.bind.annotation.PutMapping;

**public** ResponseEntity<Object> update(@RequestBody Uom uom, Errors errors)

{

Object response =**null**;

validator.validate(uom, errors);

**if**(errors.hasErrors())

{

response = errors.getAllErrors();

**return** ResponseEntity.*badRequest*().body(response);

}

**else**

{

service.update(uom);

response ="Uom Updated with Id :" +uom.getUomId();

}

**return** ResponseEntity.*ok*(response);

}

//http://localhost:2018/rest/ord/update

**4>--------To Delete Specific records by using “uomId” ------\*\*\*\*\*\***

**i>Add bellow method in IUomService Interface.**

Public Boolean isExist(Long uomId);

**ii>Implement in “UomServiceImpl” class using repo.**

Public boolean isExist(Long ordId)

{

Return repo.exists(uomId);

}

**iii>Add bellow method in “UomRestController” class.**

@DeleteMapping("/delete/{uomId}") //org.springframework.web.bind.annotation.DeleteMapping;

**public** ResponseEntity<Object> delete(@PathVariable Long uomId)

//org.springframework.web.bind.annotation.PathVariable;

{

Object response =**null**;

**boolean** exist =service.isExist(uomId);

**if**(!exist)

{

response = "Uom '"+uomId+"' not exist";

}

**else**

{

service.delete(uomId);

response ="UomId '"+uomId+"' is Deleted";

}

**return** ResponseEntity.*ok*(response);

} //http://localhost:2018/rest/ord/delete/8

**Executions:---**

|  |  |  |
| --- | --- | --- |
| Post | http://localhost:2018/rest/uom/save | Send |
|  | Body | JSON (Application JSON) |

**8>Swagger with Spring Boot:---**

=>Swagger is a 3rd party API given by “Spring Fox”. It is used to generate HTML, UI for all our webServices that contains in Application.

=>It is implemented only once in Project (i.e not in every modules).

**1>Add bellow dependencies in pom.xml file:--**

<!-- Add two dependency 1>springFor-swagger2 2>springFox-swagger-ui for Swagger implementations -->

<!-- https://mvnrepository.com/artifact/io.springfox/springfox-swagger2 -->

<dependency>

<groupId>io.springfox</groupId>

<artifactId>springfox-swagger2</artifactId>

<version>2.7.0</version><scope>compiler</scope>

</dependency>

<!-- https://mvnrepository.com/artifact/io.springfox/springfox-swagger-ui -->

<dependency>

<groupId>io.springfox</groupId>

<artifactId>springfox-swagger-ui</artifactId>

<version>2.7.0</version>

<scope>compile</scope>

</dependency>

**2>Create a “SwaggerConfig” Class:--**

**package** com.uday.app.config;

@Configuration //org.springframework.context.annotation.Configuration;

@EnableSwagger2 //springfox.documentation.swagger2.annotations.EnableSwagger2;

**public** **class** SwaggerConfig

{

@Bean //org.springframework.context.annotation.Bean;

**public** Docket productAPI() //springfox.documentation.spring.web.plugins.Docket;

{

//springfox.documentation.spi.DocumentationType;

**return** **new** Docket (DocumentationType.***SWAGGER\_2***)

.select()

.apis(RequestHandlerSelectors.*basePackage*("com.uday.app"))

.paths(PathSelectors.*regex*("/rest/.\*"))

.build()

.apiInfo(metaData());

}

//Optional

**private** ApiInfo metaData() {

//springfox.documentation.service.ApiInfo;

//springfox.documentation.service.Contact;

ApiInfo apiInfo = **new** ApiInfo(

"Spring Boot REST API",

"Spring Boot REST API for Online Store",

"1.0","Terms of service",

**new** Contact("John Thompson", "https://springframework.guru/about/", "john@springfrmework.guru"),

"Apache License Version 2.0","https://www.apache.org/licenses/LICENSE-2.0");

**return** apiInfo; } }

**9>Pagination:--**

**1>Add below method in “IUomService” Interface:--**

**package** com.uday.app.service;

Public Page<Uom> findAll(Pageable p); //Pageable

**2>Implement above method in “UomServiceImpl” class:--**

**package** com.uday.app.service.impl;

@Override

**public** Page<Uom> findAll(Pageable p)

{

**return** repo.findAll(p);

}

**3>Add below code in “UomController” (Remove getAllRecords() method in controller and write this method:--**

**package** com.uday.app.controller;

@GetMapping("/all")

**public** String getAllRecords(@PageableDefault(size =4, sort="uomId",

direction=Direction.***DESC***)Pageable p, ModelMap map)

{

Page<Uom> page=service.findAll(p); //org.springframework.data.domain.Page;

map.addAttribute("page", page);

**return** "UomData";

}

**4>Add bellow code in “UomData.jsp”:--**

<html><body>

-------- -----------

<div class=*"card-body"*>

<form:form action=*"all"* method=*"get"* modelAttribute=*"uom"* />

<c:forEach items=*"*${page.getContent()}*"* var=*"uom"*>

<tr>

<td><c:out value=*"*${uom.uomId}*"* /></td>

<td><c:out value=*"*${uom.uomType}*"* /></td>

<td><c:out value=*"*${uom.uomModel}*"* /></td>

<td><c:out value=*"*${uom.description}*"* /></td>

<td><c:out value=*"*${uom.createdOn}*"* /></td>

<td><c:out value=*"*${uom.modifiedOn}*"* /></td>

<td><a href=*"edit?uomId=*${uom.uomId}*"* class=*"btn btn-danger"*>Edit</a></td>

<td><a href=*"delete?uomId=*${uom.uomId}*"* class=*"btn btn-info"*>Delete</a></td>

</tr></c:forEach>

</table></div>

<!-- CARD BODY END -->

<!-- <Pagination Coding Starts> -->

<div class=*"card-footer text-white"*>

<ul class=*"pagination"*>

<c:if test=*"*${!page.isFirst()}*"*>

<li class=*"page-item"*><a class=*"page-link"* href=*"#"* onclick="setParam('page',0)">First</a></li>

</c:if>

<!-- End of First link -->

<c:if test=*"*${!page.hasPrevious()}*"*>

<li class=*"page-item"*><a class=*"page-link"* href=*"#"* onclick=*"setParam('page',*${page.getNumber()-1}*)"*>Previous</a></li>

</c:if>

<!-- End of Previous link -->

<c:if test=*"*${!**empty** page.getContent()}*"*>

<c:forEach begin=*"0"* end=*"*${page.getTotalPages()-1}*"* var=*"i"*>

<c:choose>

<c:when test=*"*${page.getNumber() **eq** i}*"*>

<li class=*"page-item active"*><a class=*"page-link"* href=*"#"* onclick=*"setParam('page',*${i}*)"*>${i+1}</a></li>

</c:when>

<c:otherwise>

<li class=*"page-item"*><a class=*"page-link"* href=*"#"* onclick=*"setParam('page',*${i}*)"*>${i+1}</a></li>

</c:otherwise>

</c:choose>

</c:forEach>

</c:if> <!-- End of Pagination Order -->

<c:if test=*"*${!page.hasNext()}*"*>

<li class=*"page-item"*><a class=*"page-link"* href=*"#"* onclick=*"setParam('page',*${page.getNumber()+1}*)"*>Next</a></li>

</c:if> <!-- End of Next link -->

<c:if test=*"*${!page.isLast()}*"*>

<li class=*"page-item"*><a class=*"page-link"* href=*"#"* onclick=*"setParam('page',*${page.getTotalPages()-1}*)"*>Last</a></li>

</c:if> <!-- End of Next link -->

</ul>

</div> <!-- Card Footer End /Pagination Coding ends-->

</div> <!-- CARD END -->

</div> <!-- COINTAINER END -->

</body> </html>

**10>Advanced Validations:--**

**1>Add bellow method in “UomRepository” (I):--**

**package** com.uday.app.repo;

/\*\*\*\*\*\*\*\*\*Advanced Validator Security checking \*\*\*\*\*\*\*\*\*\*\*\*\*/

@Query("select count(uomId) from com.uday.app.model.Uom where uomType=?1 and uomModel=?2")

**public** **long** countUomTypeAndModel(String uomType, String uomModel);

**2>Add bellow method in “IUomService” Intreface: ---**

**package** com.uday.app.service;

public boolean isUomTypeAndModelExist(String uomType, String uomModel);

**3>Add method in “UomServiceImpl” class: ---**

**package** com.uday.app.service.impl;

/\*\*\*\*\*\*\*\*\* Advanced Validator\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

@Override

**public** **boolean** isUomTypeAndModelExist(String uomType, String uomModel)

{

**long** count =repo.countUomTypeAndModel(uomType, uomModel);

**if**(count == 0)

**return** **false**;

**else**

**return** **true**;

}

**4>Create One “UomUtil” Class and add bellow methods:---**

**package** com.uday.app.util;

@Component //org.springframework.stereotype.Component;

**public** **class** UomUtil

{

**public** List<String> getUomTypes()

{

//1 method

**return** Arrays.*asList*("PACKING","NO-PACKING","NA");

//2 Method

/\*List<String> list = new ArrayList<String>();

{

list.add("PACKING");

list.add("No-PACKING");

list.add("NA");

return list;

}\*/

}

//Add all above List<String> getFieldName

**public** **void** addUiComponents(ModelMap map)

{

map.addAttribute("uomTypes", getUomTypes());

}

**5>Create one “Validator” class:---**

**package** com.uday.app.validator;

@Component //org.springframework.stereotype.Component;

**public** **class** UomValidator **implements** Validator //org.springframework.validation.Validator;

{

/\*2\*\*\*\*\*\*\*\*\*Advanced Validator\*\*\*\*\*\*\*\*\*\*\*\*/

@Autowired //HAS-A with uomUtil class

**private** UomUtil uomUtil;

@Autowired //HAS-A with uomService class

**private** IUomService uomService;

**private** **boolean** isEdit;

**public** **void** setEdit(**boolean** isEdit) {

**this**.isEdit = isEdit;

}

@Override

**public** **boolean** supports (Class<?> clazz)

{

**return** Uom.**class**.equals(clazz);

}

/\*1>\*\*\*\*\*\*\*\*\*Normal Validator\*\*\*\*\*\*\*\*\*\*\*/

/\*@Override

public void validate (Object target, Errors errors) //org.springframework.validation.Errors;

{

//ValidationUtils.rejectIfEmptyOrWhitespace(errors, "uomType", "uom.reg.type.error", "Enter defaultMessage");

//Direct supply message inside this

ValidationUtils.rejectIfEmptyOrWhitespace(errors, "uomType", "uom.reg.type.error");

ValidationUtils.rejectIfEmptyOrWhitespace(errors, "uomModel", "uom.reg.model.error");

ValidationUtils.rejectIfEmptyOrWhitespace(errors, "description", "uom.reg.desc.error");

}\*/

/\*2>\*\*\*\*\*\*Advanced Validator\*\*\*\*\*\*\*\*\*\*\*/

@Override

**public** **void** validate (Object target, Errors errors)

{

//Fields Validations

Uom uom =(Uom)target;

//List(Dropdown, CheckBox, RadioButton) fields Validation

**if**(!uomUtil.getUomTypes().contains(uom.getUomType()))

{

errors.rejectValue("uomType", "", " Please choose valid UomType");

}

//Advanced Fields Validations

**if**(!Pattern.*compile*("[A-Z \\t\\n\\x0B\\f\\r]{4,12}").matcher(uom.getUomModel()).matches())

{

errors.rejectValue("uomModel", "", "Enter 4-8 charecter in Capital letters Only, No Special Character Allowed");

}

**if**(!Pattern.*compile*("[a-zA-Z \\t\\n\\x0B\\f\\r]{10,250}").matcher(uom.getDescription()).matches())

{

errors.rejectValue("description", "", "Enter 10-250 charecter letters Only");

}

//Security Validation (Duplicate Data Validations) Server side validation

**if**(!isEdit && uomService.isUomTypeAndModelExist(uom.getUomType(), uom.getUomModel()))

{

errors.rejectValue("uomModel", "", "Uom '"+uom.getUomModel()+"' with '"+uom.getUomType()+"' exist");

} }

**6>Add/Modify “saveData” and “update” method in “UomController” class: ---**

**/\*2.1>\*\*\*\*\*\*\*\*\*\*Save date into DB after Validations\*\*\*\*\*\*\*\*\*\*\*\*\*/**

@PostMapping("/register")

**public** String saveData(@ModelAttribute Uom uom, Errors errors, ModelMap map)

{

/\*\*\*\*\*\*\*Server side validations\*\*\*\*/

validator.setEdit(**true**); //Its enable when we are not changing uomType and uomModel, i.e only for descriptions

validator.validate(uom, errors); //check for validation

**if**(!errors.hasErrors())

{

//if no errors,Save Data to DB using service Layer

Long uomId =service.save(uom);

//Clear form (model Object) after save

map.addAttribute("uom", **new** Uom());

map.addAttribute("message", "Uom Created with Id :"+uomId);

}

//getting Specific fields ListData(DropDown, CheckBox, RadioButton) from UI form

//map.addAttribute("uomTypes", util.getUomTypes());

//Getting(show) all ListData (DropDown, CheckBox, RadioButton) data from UI form

util.addUiComponents(map);

//UI PageName

**return** "UomRegister";

}

**/\*6>\*\*\*\*\*\*\*\*\*\*Update Specific record by uomId\*\*\*\*\*\*\*\*\*\*\*\*\*\*/**

@PostMapping("/update")

**public** String update(@ModelAttribute Uom uom,Errors errors, ModelMap map)

{

/\*\*\*\*\*\*\*Server side validations\*\*\*\*/

validator.setEdit(**true**); //Its enable when we are not changing uomType and uomModel, i.e only for descriptions

validator.validate(uom, errors); //check for validation

String page=**null**;

**if**(errors.hasErrors())

{

//map.addAttribute("uomTypes", util.getUomTypes());

util.addUiComponents(map);

page="UomDataEdit";

}

**else**

{

service.update(uom);

**return** "redirect:all";

}

**return** page;

}

**11>Multipart Controller:--**This controller is used to work with Bulk operations (Export/Import) huge data.

**1>Insert Bulk (Excel) Data into database:---**

**1>Add bellow details in pom.xml dependency.**

<!-- Add ""poi-ooxml" dependency for multipart controller implementations -->

<!-- https://mvnrepository.com/artifact/org.apache.poi/poi-ooxml -->

<dependency>

<groupId>org.apache.poi</groupId>

<artifactId>poi-ooxml</artifactId>

<version>3.9</version>

</dependency>

**2>Add bellow details in “application.properties” :--**

#Multipart Details

spring.http.multipart.max-file-size=10MB

spring.http.multipart.max-request-size=20MB

**3>Add one three (As much as variables apart from id, c\_date, m\_date) parameterized constructor in “Uom.java” file (Model class):-**

**package** com.uday.app.model;

//Create one 3 parameterized (As much as field available in model) constructor for multipart

**public** Uom(String uomType, String uomModel, String description)

{

**super**();

**this**.uomType = uomType;

**this**.uomModel = uomModel;

**this**.description = description;

}

**4>Add bellow method in “IUomService” interface to save List of Uoms :--**

**package** com.uday.app.service;

Public void save (List<Uom> uoms); //Multipart (Excel) Import

**5>Implements this method in “UomServiceImpl” class:--**

**package** com.uday.app.service.impl;

@Override

**public** **void** save(List<Uom> uoms)

{

repo.save(uoms);

}

**6>Define one method in “UomUtil” to convert multipartFile to List<Uom>:--**

**package** com.uday.app.util;

/\*\*\*\*\*\*\*\*\*Uom Multipart Data Import\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

//org.springframework.web.multipart.MultipartFile;

**public** List<Uom> processMultipart(MultipartFile uomFile)

{

List<Uom> uomList =**null**;

**if**(uomFile != **null**)

{

**try**

{

uomList =**new** ArrayList<Uom>();

InputStream is =uomFile.getInputStream(); //java.io.InputStream;

XSSFWorkbook book =**new** XSSFWorkbook(is); //org.apache.poi.xssf.usermodel.XSSFWorkbook;

XSSFSheet sheet =book.getSheet("uoms"); //org.apache.poi.xssf.usermodel.XSSFSheet;

Iterator<Row> rows =sheet.iterator(); //org.apache.poi.ss.usermodel.Row;

**while** (rows.hasNext())

{

Row row =rows.next();

**if**(row.getRowNum()==0)

**continue**;

Uom uom =**new** Uom(row.getCell(0).getStringCellValue(),

row.getCell(1).getStringCellValue(),

row.getCell(2).getStringCellValue());

uomList.add(uom);

} //While loop end

}

**catch**(IOException e)

{

System.***out***.println(e);

}

} //if end

**return** uomList;

} //method end

}

**7>Create one “MultipartController” and add bellow method in “MultipartController” class: ---**

**package** com.uday.app.controller.multiparts;

@Controller

@RequestMapping("/uomMultiparts")

**public** **class** UomMultipartController

{

@Autowired

**private** UomUtil util; //com.uday.app.util.UomUtil;

@Autowired //org.springframework.beans.factory.annotation.Autowired;

**private** IUomService service; //com.uday.app.service.IUomService;

@GetMapping("/show")

**public** String showMultipartPage()

{

**return** "UomMultipart";

}

/\*2>\*\*\*\*\*Import Excel Data Into Database (On click Import Button) without alidation\*\*\*\*\*\*\*\*/

@PostMapping("/uomImport")

**public** String importUoms(@RequestParam MultipartFile uomFile, ModelMap map)

{

List<Uom> uomList =util.processMultipart(uomFile);

**if**(uomList.isEmpty())

{

map.addAttribute("message", "No Rows found");

}

**else**

{

service.save(uomList);

map.addAttribute("message", "Success");

}

**return** "UomMultipart";

}

**8> Create one “UomMultipart.jsp” file:--**

<%@ page language=*"java"* contentType=*"text/html; charset=ISO-8859-1"* pageEncoding=*"ISO-8859-1"*%>

<%@taglib prefix=*"c"* uri=*"http://java.sun.com/jsp/jstl/core"*%>

<%@taglib prefix=*"form"* uri=*"http://www.springframework.org/tags/form"*%>

<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" "http://www.w3.org/TR/html4/loose.dtd">

<html><head>

<meta http-equiv=*"Content-Type"* content=*"text/html; charset=ISO-8859-1"*>

<link rel=*"stylesheet"* href=*"../bootstrap/css/bootstrap-grid.min.css"*>

<link rel=*"stylesheet"* href=*"../bootstrap/css/bootstrap.min.css"*>

<script type=*"text/javascript"* src=*"../bootstrap/js/bootstrap.bundle.min.js"*></script>

<script type=*"text/javascript"* src=*"../bootstrap/js/bootstrap.min.js"*></script>

<script type=*"text/javascript"* src=*"../bootstrap/js/jquery-3.2.1.slim.min.js"*></script>

<script type=*"text/javascript"* src=*"../bootstrap/popper.min.js"*></script>

<title>Uom Multipart Import/Download Page</title>

</head>

<body>

<%-- <%@include file="Menu.jsp" %> --%>

<div class=*"container"*>

<div class=*"card"*>

<div class=*"Card-header bg-primary text-white"*>

<h2>WELCOME TO UOM Bulk Upload/Download Screen</h2>

</div> <!-- CARD HEAD END -->

<div class=*"card-body"*>

<form action=*"uomImport"* method=*"post"* enctype=*"multipart/form-data"*>

<div class=*"form-group"*>

<label for=*"uomFile"* class=*"control-label col-sm-2"*>Select File</label>

<input type=*"file"* name=*"uomFile"* class=*"custom-file-control col-sm-3"*/>

</div>

<input type=*"submit"* value=*"Import UOM's"* class=*"btn btn-success"*>

<a href=*"exportUoms"* class=*"btn btn-info"*>Export Data</a>

</form>

</div> <!-- CARD BODY END -->

<!-- Validation Errords Code Start-->

<c:if test=*"*${!**empty** mesage}*"*>

<div class=*"card-footer bg-success text-white"*>

<c:out value=*"*${message}*"*></c:out>

</div> <!-- CARD FOOTER END -->

</c:if>

<c:if test =*"*${!**empty** errorMap}*"*>

<table class=*"table table-hover"*>

<tr class=*"thread-light"*>

<th>#RowNo</th>

<th>Errors</th>

</tr>

<c:forEach items=*"*${errorMap}*"* var=*"e"*>

<tr> <td><c:out value=*"*${e.key}*"*></c:out></td>

<td><c:out value=*"*${e.value}*"*></c:out></td>

</tr> </c:forEach>

</table>

</c:if>

<!-- Validation Eroors code Ends -->

</div> <!-- CARD END -->

</div> <!-- CONTAINER HEAD END -->

</body></html>

**9>Create one “UomMultipartValidator” class:--** This validator is designed to check errors in Uploaded Excel sheet.

i.e works on List<Uom>. It returns Error (if exist) in “Map<String, List<String>>”.

**package** com.uday.app.controller.multipart.validator;

@Component

**public** **class** UomMultipartValidator

{

@Autowired

**private** UomUtil util;

@Autowired

**private** IUomService service;

**public** Map<String, List<String>> validateUoms(List<Uom> uoms)

{

Map<String, List<String>> errorsMap=**new** LinkedHashMap<String, List<String>>();

**int** i =1;

**for**(Uom uom:uoms)

{

List<String> errorsList =**new** ArrayList<String>();

//Check one by one Object

**if**(StringUtils.*isEmpty*(uom.getUomType()))

{

errorsList.add("UomType can't be empty");

}

**else** **if**(!util.getUomTypes().contains(uom.getUomType()));

{

errorsList.add("uomType must be one of :"+util.getUomTypes().toString());

}

**if**(StringUtils.*isEmpty*(uom.getUomModel()))

{

errorsList.add("UomModel Can't be Empty");

}

**else** **if**(!Pattern.*compile*("[A-Z]{4,8}").matcher(uom.getUomModel()).matches())

{

errorsList.add("UomModel must be 4-8 upper case letters");

}

**if**(StringUtils.*isEmpty*(uom.getDescription()))

{

errorsList.add("Description can't be empty");

}

**else** **if**(!Pattern.*compile*("[a-zA-Z]{10,250}").matcher(uom.getDescription()).matches());

{

errorsList.add("Description must be 10-250");

}

**if**(service.isUomTypeAndModelExist(uom.getUomType(), uom.getUomModel()))

{

errorsList.add("Uom '"+uom.getUomModel()+"'alteast exist with type'"+uom.getUomType()+"'");

}

**if**(!errorsList.isEmpty())

errorsMap.put("Errors at Row#"+i, errorsList);

i++;

}

**return** errorsMap;

}

**10>Create one “UomMultipartController” class:--**Replace code of “importUoms methods” with given one.

=>Make Has-A relation between UomMultipartController-------------<>UomMultipartValidator.

**package** com.uday.app.controller.multiparts;

@Controller

@RequestMapping("/uomMultiparts")

**public** **class** UomMultipartController

{

@Autowired

**private** UomUtil util; //com.uday.app.util.UomUtil;

@Autowired //org.springframework.beans.factory.annotation.Autowired;

**private** IUomService service; //com.uday.app.service.IUomService;

@Autowired

**private** UomMultipartValidator validator; //Has-A relation with Validator Class

@GetMapping("/show")

**public** String showMultipartPage()

{

**return** "UomMultipart";

}

@PostMapping("uomImport")

**public** String importsUoms(@RequestParam MultipartFile uomFile, ModelMap map)

{

//Check uploaded one is Valid file

**if**(uomFile == **null** || !uomFile.getOriginalFilename().contains(".xlsx"))

{

map.addAttribute("message", "Choose Invalid File");

}

**else**

{

List<Uom> uomList = util.processMultipart(uomFile);

**if**(uomList.isEmpty())

{

map.addAttribute("message", "No rows found in Sheet");

}

**else**

{

Map<String, List<String>> errorMap = validator.validateUoms(uomList);

**if**(errorMap.isEmpty())

{

service.save(uomList);

map.addAttribute("message", "File Uoms Data uploaded Successfully");

}

**else**

{

map.addAttribute("errorMap", errorMap);

} } }

**return** "UomMultipart";

}

**11>Add below code in “UomMultipart.jsp”:-**-

<!-- Validation Errors Code Start-->

<c:if test=*"*${!**empty** mesage}*"*>

<div class=*"card-footer bg-success text-white"*>

<c:out value=*"*${message}*"*></c:out>

</div> <!-- CARD FOOTER END -->

</c:if>

<c:if test =*"*${!**empty** errorMap}*"*>

<table border =*"1"* class=*"table table-hover"*>

<tr class=*"thread-light"*>

<tr>

<th>#RowNo</th>

<th>Errors</th>

</tr>

<c:forEach items=*"*${errorMap}*"* var=*"e"*>

<tr>

<td><c:out value=*"*${e.key}*"*></c:out></td>

<td><c:out value=*"*${e.value}*"*></c:out></td>

</tr>

</c:forEach>

</table>

</c:if>

<!-- Validation Errors code Ends -->

**2>Export/Download data from DataBase in Excel Format:--**

**1>Add one method in “UomMultipartController.java”:---**

**package** com.uday.app.controller.multiparts;

/\*2>\*\*\*\*\*\*\*Download(Export) data from Database in Excel Sheet\*\*\*\*\*\*\*\*\*/

@RequestMapping("exportUoms")

**public** ModelAndView exportData()

{

List<Uom> uoms =service.getAll();

**return** **new** ModelAndView (**new** UomXlsxView(),"uomList",uoms);

}

**2>Create one new Class as “UomXlsxView”:--- It extends AbstractXlsxView Class**

**package** com.uday.app.view;

**public** **class** UomXlsxView **extends** AbstractXlsxView // org.springframework.web.servlet.view.document.AbstractXlsxView;

{

@Override

**protected** **void** buildExcelDocument(Map<String, Object> model, Workbook workbook, HttpServletRequest request,

HttpServletResponse response) **throws** Exception

/\*org.apache.poi.ss.usermodel.Workbook;

//javax.servlet.http.HttpServletRequest; javax.servlet.http.HttpServletResponse;\*/

{

//Set Book name (Excel FileName)

response.setHeader("Content-Disposition", "attachment;filename=uomdata.xlsx");

//1>Read Data

@SuppressWarnings("unchecked")// optional

List<Uom> uoms = (List<Uom>)model.get("uomList");

//3>Create Sheet

Sheet sheet = workbook.createSheet("UOMs"); //org.apache.poi.ss.usermodel.Sheet;

//3>set Head

setHead(sheet);

//Set Body

setBody(sheet,uoms);

}

**private** **void** setHead (Sheet sheet)

{

Row row =sheet.createRow(0); //org.apache.poi.ss.usermodel.Row;

row.createCell(0).setCellValue("ID");

row.createCell(1).setCellValue("TYPE");

row.createCell(2).setCellValue("CODE");

row.createCell(3).setCellValue("DESC");

row.createCell(4).setCellValue("CREATED");

row.createCell(5).setCellValue("MODIFIED");

}

**private** **void** setBody(Sheet sheet, List<Uom> uoms)

{

**int** rowNum =1;

**for**(Uom uom:uoms)

{

Row row =sheet.createRow(rowNum++);

row.createCell(0).setCellValue(uom.getUomId());

row.createCell(1).setCellValue(uom.getUomType());

row.createCell(2).setCellValue(uom.getUomModel());

row.createCell(3).setCellValue(uom.getDescription());

row.createCell(4).setCellValue(uom.getCreatedOn().toString());

row.createCell(5).setCellValue(uom.getModifiedOn().toString());

}

}

}

**12>Specification :---**

**1>Repository interface must implements “JpaSpecificationExecutor<T>”:--**

**package** com.uday.app.repo;

**public** **interface** UomRepository **extends** JpaRepository<Uom, Long>,JpaSpecificationExecutor<Uom>{

}

**2>In “IUomService” modify getAll()/findAll() method with specification Parameters:--**

**package** com.uday.app.service;

**public** Page<Uom> findAll(Specification<Uom> spec, Pageable page); //Specification

**3>In UomServiceImpl modify method as:--**

**package** com.uday.app.service.impl;

/\*\*\*\*\*\*\*\*\*Specification\*\*\*\*\*\*\*\*\*\*\*/

@Override

**public** Page<Uom> getAll(Specification<Uom> spec, Pageable page)

{

**return** repo.findAll(spec, page);

}

**4>Create one “UomSpecification” class that implements Specification (I) interface:--**

**package** com.uday.app.spec;

//org.springframework.data.jpa.domain.Specification;

**public** **class** UomSpecification **implements** Specification<Uom>

{

**private** Uom filter;

**public** UomSpecification(Uom uom)

{

**this**.filter =uom;

}

@Override

**public** Predicate toPredicate(Root<Uom> root, CriteriaQuery<?> query, CriteriaBuilder cb)

{

Predicate p =cb.conjunction();//javax.persistence.criteria.Predicate;

//1. Methods

**if**(!StringUtils.*isEmpty*(filter.getUomType()))

{

p.getExpressions().add(cb.equal(root.get("uomType"),filter.getUomType()));

}

**if**(!StringUtils.*isEmpty*(filter.getUomModel()))

{

p.getExpressions().add(cb.like(root.get("uomModel").as(String.**class**),"%"+filter.getUomModel()+"%"));

}

**if**(!StringUtils.*isEmpty*(filter.getDescription()))

{

p.getExpressions().add(cb.like(root.get("description").as(String.**class**),"%"+filter.getDescription()+"%"));

}

**return** p;

}

}

**5>Add bellow methods in “UomController” class:---**

=>Modify pagination method as bellow

/\*\*\*\*\*\*\*\*\*\*Specification\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

@GetMapping("/all")

**public** String getUoms(@PageableDefault(size=5, sort="uomId", direction=Direction.***ASC***) Pageable p,

@ModelAttribute Uom uom, ModelMap map)

{

UomSpecification spec = **new** UomSpecification(uom);

Page<Uom> page =service.getAll(spec, p);

map.addAttribute("page", page);

map.addAttribute("uom", uom);

//Show Specific(uomType) listData(DropDown) on UI form

//map.addAttribute("uomTypes", util.getUomTypes()); //Show only uomType data

util.addUiComponents(map); //Show all ListBox(DropDown, Radiobutton, CheckBox) data

**return** "UomData";

}

**6>Define one Search (spring form) screen in “UomData.jsp” and also add<Script> given bellow:--**

=>Modify pagination code lines as bellow.

<%@ page language=*"java"* contentType=*"text/html; charset=ISO-8859-1"* pageEncoding=*"ISO-8859-1"*%>

<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" "http://www.w3.org/TR/html4/loose.dtd">

<%@taglib prefix=*"c"* uri=*"http://java.sun.com/jsp/jstl/core"*%>

<%@taglib prefix=*"form"* uri=*"http://www.springframework.org/tags/form"*%>

<html>

<head>

<meta http-equiv=*"Content-Type"* content=*"text/html; charset=ISO-8859-1"*>

<link rel=*"stylesheet"* href=*"../bootstrap/css/bootstrap-grid.min.css"*>

<link rel=*"stylesheet"* href=*"../bootstrap/css/bootstrap.min.css"*>

<script type=*"text/javascript"*

src=*"../bootstrap/js/bootstrap.bundle.min.js"*></script>

<script type=*"text/javascript"* src=*"../bootstrap/js/bootstrap.min.js"*></script>

<script type=*"text/javascript"*

src=*"../bootstrap/js/jquery-3.2.1.slim.min.js"*></script>

<script type=*"text/javascript"* src=*"../bootstrap/js/popper.min.js"*></script>

<script type=*"text/javascript"* src=*"../bootstrap/js/SearchPageParam.js"*></script>

<title>Uom Data Page</title>

</head>

<body>

<%-- <%@include file="Menu.jsp"%> --%>

<div class=*"container"*>

<div class=*"card"*>

<div class=*"card-header bg-info text-white"*>

<h1>Welcome to UomData</h1>

</div> <!-- CARD HEAD END -->

<!-- Specification form Code starts -->

<div class=*"card-body"*>

<form:form cssClass=*"form-inline"* action=*"all"* method=*"get"* modelAttribute=*"uom"*>

<div class=*"form-group"*>

<label for=*"uomType"* class=*"control-label col-sm-3"*>Uom Type</label>

<form:select path=*"uomType"* cssClass=*"form-control col-sm-7"*>

<form:option value=*""*>--Select--</form:option>

<form:options items=*"*${uomTypes}*"* />

</form:select><br>

</div>

<div class=*"form-group"*>

<label for=*"uomModel"* class=*"control-label"*>Uom Model</label>

<form:input path=*"uomModel"* cssClass=*"form-control col-sm-7"*/><br>

</div>

<div class=*"form-group"*>

<label for=*"description"* class=*"control-label col-sm-4"*>Description</label>

<form:textarea path=*"description"* cssClass=*"form-control col-sm-7"*/><br>

</div>

<input type=*"submit"* value=*"Search UOM's"* class=*"btn btn-success"*/>

</form:form>

<br> <!-- Specifiction Form code ends -->

<table class=*"table table-hover"*>

<tr class=*"thread-light"*>

<th>ID</th>

<th>TYPE</th>

<th>MODEL</th>

<th>DESC</th>

<th>CREATED</th>

<th>MODIFIED</th>

<th colspan=*"2"*>OPERATIONS</th>

</tr>

<%-- <c:forEach items="${uomList}" var="ord"> --%>

<c:forEach items=*"*${page.getContent()}*"* var=*"uom"*>

<tr>

<td><c:out value=*"*${uom.uomId}*"* /></td>

<td><c:out value=*"*${uom.uomType}*"* /></td>

<td><c:out value=*"*${uom.uomModel}*"* /></td>

<td><c:out value=*"*${uom.description}*"* /></td>

<td><c:out value=*"*${uom.createdOn}*"* /></td>

<td><c:out value=*"*${uom.modifiedOn}*"* /></td>

<td><a href=*"edit?uomId=*${uom.uomId}*"* class=*"btn btn-danger"*>Edit</a></td>

<td><a href=*"delete?uomId=*${uom.uomId}*"* class=*"btn btn-info"*>Delete</a></td>

</tr>

</c:forEach>

</table>

</div> <!-- CARD BODY END -->

<!-- <Pagination Coding Starts> -->

<div class=*"card-footer text-white"*>

<ul class=*"pagination"*>

<c:if test=*"*${!page.isFirst()}*"*>

<li class=*"page-item"*><a class=*"page-link"* href=*"#"* onclick="setParam('page',0)">First</a></li>

</c:if> <!-- End of First link -->

<c:if test=*"*${!page.hasPrevious()}*"*>

<li class=*"page-item"*><a class=*"page-link"* href=*"#"* onclick=*"setParam('page',*${page.getNumber()-1}*)"*>Previous</a></li>

</c:if> <!-- End of Previous link -->

<c:if test=*"*${!**empty** page.getContent()}*"*>

<c:forEach begin=*"0"* end=*"*${page.getTotalPages()-1}*"* var=*"i"*>

<c:choose>

<c:when test=*"*${page.getNumber() **eq** i}*"*>

<li class=*"page-item active"*><a class=*"page-link"* href=*"#"* onclick=*"setParam('page',*${i}*)"*>${i+1}</a></li>

</c:when>

<c:otherwise>

<li class=*"page-item"*><a class=*"page-link"* href=*"#"* onclick=*"setParam('page',*${i}*)"*>${i+1}</a></li>

</c:otherwise>

</c:choose>

</c:forEach>

</c:if>

<c:if test=*"*${!page.hasNext()}*"*>

<li class=*"page-item"*><a class=*"page-link"* href=*"#"*

onclick=*"setParam('page',*${page.getNumber()+1}*)"*>Next</a></li>

</c:if> <!-- End of Next link -->

<c:if test=*"*${!page.isLast()}*"*>

<li class=*"page-item"*><a class=*"page-link"* href=*"#"*

onclick=*"setParam('page',*${page.getTotalPages()-1}*)"*>Last</a></li>

</c:if>

<!-- End of Last link -->

</ul>

</div> <!-- Card Footer End /Pagination Coding ends-->

<!-- End of Pagination Code -->

</div> <!-- CARD END -->

</div> <!-- COINTAINER END -->

</body>

</html>

Spring API for Email :--- Sun has provided basic Mail API also called as Java Mail API. This Java Mail API is built using complex Email Structure.

=>This is simplified using Spring Email API by using POJO-POJI Design Pattern.

=>It also provides one helper class “MimeMessageHelper” which is used to write code in less line (easy coding).

=>It supports MIME messages using Helper class configuration MIME.stand for Multipurpose Internet Mail Extension i.e We can send data using simple or any attachment to multiple destinations using To, CC(Carbon copy), BCC(Black Carbon copy).

1>Add “mail” and “spring-integration-mail” jars in lib folder.

<dependency>

<groupId>javax.mail</groupId>

<artifactId>mail</artifactId>

<version>1.4.3</version>

</dependency>

<dependency>

<groupId>org.springframework.integration</groupId>

<artifactId>spring-integration-mail</artifactId>

<version>4.2.3.RELEASE</version>

</dependency>

2>Add bellow method in “IUomService” Intreface: ---

3>Add method in “UomServiceImpl” class: ---

4>Add method in Controller class: ---

**Location Data Export to Excel/Pdf :--**

=>Spring f/w has provided AbstractView class to export data to Excel or PDF format.

=>Spring f/w used Apache POI and provided “AbstractExcelView” (Abstract class).

=>Use above pre-defined PDF classes and define child classes by extending them.

=>Use AbstractExcelView for excel file export and AbstractPdfView for PDF file.

=>Use XmlViewResolver to identify ExcelView class or PdfView class based on input given

by controller method with order =0.

=>If XmlViewResolver is unable to find any view class then request is given to InternalResourceViewResolver.

=>All Excel and Pdf view class must be configured in spring-view.xml file which is defined by XmlViewResolver.

=>Share data to view class from controller using ModelMap.

=>To call these defined HyperLinks at UI like Location Excel/Location Pdf.

**Data Excel Export format :--**

=>One excel file is called as WorkBook (extension is **.xls**, it should not **.xlsx.)**

=>Every Book contains sheets identified by unique Name in Book.

=>Sheet can have rows starts from zero.

=>Every Row will be having cells (Boxes) starts from zero.

=>To create these in Java Application use API given by spring with Apache POI named as HSSF(Horrible Spread Sheet Format).

**API Classes are:--**

1>HSSFWorkbook = Excel File

2>HSSFSheet =Excel Sheet

3>HSSRow =Row of Sheet

4>HSSCell =Cell of Row

NOTE:-- Workbook will be provided (created ) by Spring f/w, user should create sheet with Rows and cells only.

**A>Excel Export:--**

**1>Create one View class with name “LocationExcelView” under src and define code for Excel export like:--**

com.app.view;

**public** **class** LocationExcelView **extends** AbstractExcelView //org.springframework.web.servlet.view.document.AbstractExcelView;

{

@Override //org.apache.poi.hssf.usermodel.HSSFWorkbook;

**public** **void** buildExcelDocument (Map<String, Object>map, HSSFWorkbook book,

HttpServletRequest req, HttpServletResponse res) **throws** Exception

{

//File Name

res.addHeader("Content-Disposition", "attachment;filename=LOCATION.xls");

//1. Read data from ModelMap

List<Location> locs =(List<Location>)map.get("locs");

//2. Create Sheet

HSSFSheet sheet=book.createSheet("loc");

//3Construct Header

setHead(sheet);

//4Construct Body

setBody(sheet, locs);

}

**private** **void** setHead(HSSFSheet sheet) //org.apache.poi.hssf.usermodel.HSSFSheet;

{

HSSFRow row=sheet.createRow(0); //org.apache.poi.hssf.usermodel.HSSFRow;

row.createCell(0).setCellValue("ID");

row.createCell(1).setCellValue("NAME");

row.createCell(2).setCellValue("TYPE");

}

**private** **void** setBody(HSSFSheet sheet, List<Location> locs)

{

**int** rowNum=1;

**for**(Location loc : locs)

{

HSSFRow row =sheet.createRow(rowNum++);

row.createCell(0).setCellValue(loc.getLocId());

row.createCell(1).setCellValue(loc.getLocName());

row.createCell(2).setCellValue(loc.getLocType());

}

}

}

**2>Create “spring-views.xml” file under “WEB-INF” copy <beans> tag code from spring config file:--**

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans*

*http://www.springframework.org/schema/beans/spring-beans-3.0.xsd"*>

<bean name=*"LocExcel"* class=*"com.app.view.LocationExcelView"*/>

<bean name=*"LocPdf"* class=*"com.app.view.LocationPdfView"*/>

</beans>

**3>add bellow code in “sample-servlet.xml” (spring configuration file at bottom):--**

<!-- XML ViewResolver -->

<bean class=*"org.springframework.web.servlet.view.XmlViewResolver"*>

<property name=*"location"*>

<value>/WEB-INF/spring-views.xml</value>

</property>

<property name=*"order"* value=*"0"* />

</bean>

**4>Add bellow method in “LocationController” class:--**

//7.Export data to Excel

@RequestMapping("/locExcelExport")

//to send the data form modelMap to UI

**public** String exporttoExcel(ModelMap map)

{

// get all the data form DB and save the data on one key

// call the service call and the call the getAllLocations method

map.addAttribute("locs", service.getAllLocations());

// pass the data to the spring-view.xml page if match and get the class name and

// search the class which have logic to export the Excel

**return** "locExcel";

}

**5>Add bellow Hyperlink in “LocationData.jsp”:--**

<a href=*"locExcelView"*>Export Excel Data</a>

**b>PDF EXPORT:---**

**Create elements :--** Paragraph Image, table, Header/Footer, Text, file etc.. and add to Document.

NOTE:-- If not added to document these will not be displayed at PDF file.

NOTE:-- Refer <http://developers.itextpdf.com/examples/itext-action-second-edition/chapter-1>.

**1>Create one class with name “LocationPdfView” under src and define code for Excel export like.**

**package** com.app.view;

//org.springframework.web.servlet.view.document.AbstractPdfView;

**public** **class** LocationPdfView **extends** AbstractPdfView

{

@Override

//com.lowagie.text.Document; //com.lowagie.text.pdf.PdfWriter;

//javax.servlet.http.HttpServletRequest; //javax.servlet.http.HttpServletResponse;

**protected** **void** buildPdfDocument(Map<String, Object> map, Document document, PdfWriter pdfw,

HttpServletRequest req, HttpServletResponse res) **throws** Exception

{

//logic

document.add(**new** Paragraph("Welcome to PDF")); //com.lowagie.text.Paragraph;

//Read Data

List<Location> locList =(List<Location>)map.get("locListObj");

PdfPTable table =**new** PdfPTable(3); //com.lowagie.text.pdf.PdfPTable;

table.addCell("Location Id");

table.addCell("Location Name");

table.addCell("Location Type");

**for**(Location loc:locList)

{

table.addCell(""+loc.getLocId());

table.addCell(loc.getLocName());

table.addCell(loc.getLocType());

}

document.add(table);

}

}

**2>Configure above class in “spring-view.xml” as a <bean>.**

Ex:-- <bean name=*"LocPdf"* class=*"com.app.view.LocationPdfView"*/>

**3>Define one controller method for Location PDF Export call in Location controller class.**

**package** com.app.controller;

/\*\*\*\*\*\*\* Export Data into PDF\*\*\*\*\*\*\*/

@RequestMapping("/locPdfView")

**public** String generatePdf(ModelMap map)

{

map.addAttribute("locListObj", service.getAllLocations());

**return** "LocPdf";

}

**4>Add Hyperlink at “LocationData.jsp”.**

<a href=*"locPdfView"*>Export PDF</a>

**JFreeCharts using Java and Spring F/W:--**

**=>Location data** stored in DB with table name “LOCTAB” which are two types Urban and Rural. This data can be shown in graphical format using JFreeChart using PIE and BAR charts.

=>For this prepared data as

1>no of Rural = <count>

2>no of Urban = <count>

SQL Query looks like : select loctype, count(lid) from loctab group by ltype;

=>Application will not accept SQL, so it must be converted to HQL.

=>To convert SQL to HQL in query replace tablename with ModelCassName and collumnName with variableName then HQL query looks like this.

=>select locType, count(locId) from com.app.model.Location group by locType;

=>Execute above HQL query using ht.find(hql); that returns List<Object[]>.

=>JFree find method is used to execute HQLs to get partial data from DB. (Use get or loadAll for full data).

**Chart implementation code:---**

**1>Add one method in “ILocationDao”:--**

/\*6>\*\*\*get number of Count based on specific column (JfreeChart )\*\*\*\*\*/

**public** List<Object[]> getLocTypeWiseCount();

**2>Implement method in “LocationDaoImpl”:--**

/\*6>\*\*\*get number of Count based on specific column\*\*\*\*\*/

@Override

**public** List<Object[]> getLocTypeWiseCount() {

String hql="select locType,count(locType) "

+" from "+Location.**class**.getName()

+" group by locType ";

List<Object[]> lst=ht.find(hql);

**return** lst;

}

**3>Copy above ”ILocationDao” PIE/BAR chart method and past in “ILocationService” (Or add below method in ILocationService):--**

**public** List<Object[]> getLocTypeWiseCount(); //get(count) specific column data

**4>Implement method in “LocationServiceImpl”:--**

/\*6>\*\*\*get number of Count based on specific column\*\*\*\*\*/

@Override

**public** List<Object[]> getLocTypeWiseCount() {

**return** dao.getLocTypeWiseCount();

}

**5>Define one “LocationUtil.java” class:--**

com.app.util;

@Component //org.springframework.stereotype.Component;

**public** **class** LocationUtil

{

@Autowired //org.springframework.beans.factory.annotation.Autowired;

**private** ILocationService service;

**public** List<Location> getAllLocations() {

**return** service.getAllLocations();

}

**public** **void** generatePie(String path,List<Object[]> data){

//1.convert to dataset

DefaultPieDataset dataset=**new** DefaultPieDataset(); //org.jfree.data.general.DefaultPieDataset;

**for**(Object[] ob:data){

dataset.setValue(ob[0].toString(), **new** Double(ob[1].toString()));

}

//2.convert dataset to JFreeChart obj

//org.jfree.chart.JFreeChart;, org.jfree.chart.ChartFactory;

JFreeChart chart=ChartFactory.*createPieChart3D*("Location Report", dataset, **true**,**true**, **false**);

//3.convert to image

**try** { //java.io.File;

ChartUtilities.*saveChartAsJPEG*(**new** File(path+"/reportALoc.jpg"), chart, 400,300); //org.jfree.chart.ChartUtilities;

} **catch** (Exception e) {

e.printStackTrace();

}

}

**public** **void** generateBar(String path,List<Object[]> data){

//1.create dataset

DefaultCategoryDataset dataset=**new** DefaultCategoryDataset(); //org.jfree.data.category.DefaultCategoryDataset;

**for**(Object[] ob:data){

dataset.setValue(**new** Double(ob[1].toString()), ob[0].toString(),"");

}

//convert to JFreeChart

JFreeChart chart=ChartFactory.*createBarChart3D*("Location Report", "Location Type", "Location Count", dataset);

//convert to images

**try** {

ChartUtilities.*saveChartAsJPEG*(**new** File(path+"/reportBLoc.jpg"), chart, 400, 400);

} **catch** (Exception e) {

e.printStackTrace();

}

}

}

**6>Define “LocationContoller” HAS-A with “ServiceContext” and “LocationUtil”, also add method:--**

com.app.controller;

// 9 BAR/PIE Chart For Location

@RequestMapping("/locBarReports")

**public** String showBarCharts(){

String path=context.getRealPath("/");

List<Object[]> data=service.getLocTypeWiseCount();

util.generateBar(path, data); //Display Bar report

util.generatePie(path, data); //Display Pie chart report

**return** "LocationReport";

}

**7>Create “LocationReport.jsp” in views.**

<img src="../reportALoc.jpg"/>

<img src="../reportBLoc.jpg"/>

**Document Upload and DownLoad:---**

**1>Configure “MultipartResolver” in “sample-servlet.xml”:--**

<!-- Multipart Enable -->

<bean class=*"org.springframework.web.multipart.commons.CommonsMultipartResolver"* name=*"multipartResolver"*>

<property name=*"maxUploadSize"* value=*"20971520"* />

<property name=*"maxInMemorySize"* value=*"10485760"* />

</bean>

**2>Create a “Document” Model class:--**

com.app.model;

@Entity

@Table(name="appdoctab")

public class Document

{

@Id

@Column(name ="fId")

private int fileId;

@Column(name="fName")

private String fileName;

@Lob

@Column(name="fData")

private byte[] fileData;

}

**3>Add one method in “IDocumentDao”:--**

com.app.dao;

public void saveDocument(Document doc);

public List<Object[]> getFileIdAndNames();

public Document getDocById(int docId);

**4>Implement method in “DocumentDaoImpl”:--**

com.app.dao.impl;

@Repository

public class DocumentDaoImpl implements IDocumentDao

{

@Autowired

private HibernateTemplate ht;

//Save Operation

@Override

public void saveDocument(Document doc) {

ht.save(doc);

}

@Override

public List<Object[]> getFileIdAndNames()

{

String hql ="select fileId, fileName from "+Document.class.getName();

List<Object[]> list =ht.find(hql) ;

return list;

}

//Download data from database

@Override

public Document getDocById(int docId)

{

return ht.get(Document.class, docId);

} }

**5>Copy above ”IDocumentDao” method and past in “IDocumentService” (Or add below method in IDocumentService):--**

com.app.service;

public void saveDocument(Document doc);

public List<Object[]> getFileIdAndNames();

public Document getDocById(int docId);

**6>Implement method in “DocumentServiceImpl”:--**

com.app.service.impl;

@Service

public class DocumentServiceImpl implements IDocumentService

{

@Autowired

private IDocumentDao dao;

//Show Document upload page

@Override

public void saveDocument(Document doc)

{

dao.saveDocument(doc);

}

@Override

public List<Object[]> getFileIdAndNames()

{

return dao.getFileIdAndNames();

}

//Download Documents

@Override

public Document getDocById(int docId)

{

return dao.getDocById(docId);

}

}

**7>Define one “DocumentContoller” HAS-A with “IDocumentService” also add method:--**

com.app.controller;

@Controller

public class DocumentController

{

@Autowired

private IDocumentService service;

/\*1>\*\*\*\*\*\*\*\*Show Upload page with data\*\*\*\*\*\*\*\*\*\*\*/

@RequestMapping("showDocs")

public String showPage(ModelMap map)

{

List<Object[]> list=service.getFileIdAndNames();

map.addAttribute("docsData", list);

return "MyDocuments";

}

/\*2>To Upload Data into database \*\*\*\*\*\*\*\*\*\*\*\*\*/

@RequestMapping(value="insertDoc", method=RequestMethod.*POST*)

//org.springframework.web.multipart.commons.CommonsMultipartFile;

public String saveDoc(@RequestParam("fId") int fileId, @RequestParam("fileObj")CommonsMultipartFile cmfile )

{

if(cmfile !=null)

{

Document doc = new Document();

//convert UI data to model obj

doc.setFileId(fileId);

doc.setFileName(cmfile.getOriginalFilename());

doc.setFileData(cmfile.getBytes());

//Save Model Object using servie

service.saveDocument(doc);

}

return "redirect:showDocs";

}

//To Download File(Data)

@RequestMapping("/downloadFile")

public void downloadDoc(@RequestParam("fileId") int docId, HttpServletResponse res)

{

//get Document obj by id

Document doc =service.getDocById(docId);

//add "Download header"

//Content-Disposition

res.addHeader("Content-Disposition", "attachment;filename="+doc.getFileName());

//copy data to output stream from file

try

{

FileCopyUtils.*copy*(doc.getFileData(), res.getOutputStream()); //org.springframework.util.FileCopyUtils;

}

catch (IOException e)

{

e.printStackTrace();

}

}

}

**8>Create “MyDocuments.jsp” in views:--**

<%@ page language=*"java"* contentType=*"text/html; charset=ISO-8859-1"*

pageEncoding=*"ISO-8859-1"*%>

<%@taglib prefix=*"c"* uri=*"http://java.sun.com/jsp/jstl/core"* %>

<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" "http://www.w3.org/TR/html4/loose.dtd">

<html>

<head>

<meta http-equiv=*"Content-Type"* content=*"text/html; charset=ISO-8859-1"*>

<title>Insert title here</title>

</head>

<body>

<%-- <%@include file="Master.jsp" %> --%>

<h1>Welcome to Documents Page</h1>

<form action=*"insertDoc"* method=*"post"* enctype=*"multipart/form-data"*>

<pre>

id : <input type=*"text"* name=*"fId"*/><br>

file: <input type=*"file"* name=*"fileObj"*/><br>

<input type=*"submit"* value=*"Upload"*/>

</pre>

</form>

<table border=*"1"*>

<tr>

<th>Id</th>

<th>File</th>

<th>Link</th>

</tr>

<c:forEach items=*"*${docsData}*"* var=*"ob"*>

<tr>

<td><c:out value=*"*${ob[0]}*"*/></td>

<td><c:out value=*"*${ob[1]}*"*/></td>

<td><a href=*'downloadFile?fileId=*<c:out value="${ob[0]}"/>*'*><img src=*"../images/download.jpg"*, height =*"25"*, width=*"25"*/></a></td>

</tr>

</c:forEach>

</table>

</body>

</html>

**Integrations :--**

HAS-A Relations :-- Using child class or interface as DataType in parent class and creating variable is called as HAS-A relation.

=>In case of JSON conversion, for HAS-A relation objects inner JSON will be created for child type in parent JSON. It is looks like

![](data:image/png;base64,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)

**Modules Integration :--**

1>Create HAS-A relation between two classes (Customer……………..<> Location).

2>Apply multiplicity annotation (1..1, 1…\*, \*…1, \*…\*) also generate set/get—toString

3>Make HAS-A relation (ParentUtil……<>Child IService)

Ex:-- CustomerUtil…………………<>ILocationService

4>Call getAll() method using child service and add data to ModelMap in same Util.

5>AT JSP use <c:forEach and <option> to Display data as Dropdown.

**1>Using Child class as DataType create one variable in Parent class:--**

com.app.model;

@ManyToOne //javax.persistence.ManyToOne;

@JoinColumn(name="locIdFk") //javax.persistence.JoinColumn;

**private** Location loc;

//Generate setters and Getters and toString methods

**2>Add bellow methods in “CustomerUtil” :--**

@Autowired

**private** ILocationService service;

**public** List<String> custTypeSelect()

{

List<String> listSelect=Arrays.*asList*("SELLER", "CUNSUMER");

**return** listSelect;

}

**public** **void** addToUi(ModelMap map)

{

map.addAttribute("custType", custTypeSelect());

map.addAttribute("locsUi", service.getAllLocations());

}

3>Make has a relation with CustomerController……………<>CustomerUtil and add bellow code :---

@Autowired

**private** CustomerUtil util;

//1.show Reg page

@RequestMapping("/custReg")

**public** String showPg(ModelMap map)

{

util.addToUi(map); //Also add in Register(Insert) method

**return** "CustomerReg";

}

**4>Add Bellow code in “CustomerController”:--**

Location : <select name=*"loc.locId"*>

<option value=*"-1"*>-- Select --</option>

<!-- locsui name must be same as CustomerUtil attribute variable of loc filed -->

<c:forEach items=*"*${locsUi}*"* var=*"loc"*>

<option value=*"*${loc.locId}*"*> ${loc.locName}</option>

</c:forEach>

</select>